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**CHAPTER: 1**

***INTRODUCTION***

***Data Structures:***

Data Structures is a way to organize the data, into the memory. It is basically defined as the, “Data Organization, Management or Storage Technique, that enables efficient access and modification into data, in easy way.”

Data Structures

Primitive Data Structures

Non-Primitive Data Structures

Stack

Queue

Graphs

Trees

Non-linear Lists

Linear Lists

Arrays

Lists

Files

float

int

pointer

char

***Project Objective:***

The basic objective of this project is, to implement all the “Data Structures”, whether it may be – “Static or Dynamic Data Structures”, in a single program.

This will include:

1. Array
2. Stack
3. Queue
4. Linked List
5. Binary Search Tree

This project will enhance the logical thinking ability of an individual. It provides us the way, to organize a big code, at a single place.

***About Project:***

As the project includes all the data structures, thus the explanation of Data Structures is as follows:

**Array**:

An array is a non-primitive Data Structure. It is a collection of values of same datatype.

It is a static Data Structure, in which the memory is allocated at the compile time only.

**Queue**:

Queue is an “abstract Data Structure”, in which the entities in the collection are kept in order and the principal operation are the addition of the entities to “Rear” terminal, known as “Enqueue” and removal of the entities from “Front” terminal, known as “Dequeue”.

Queue is of following types:

* Simple Queue
* Circular Queue
* Priority Queue
* Deque

**Stack**:

Stack is a linear Data Structure, which follows the particular order in which the operations are performed. It is used to store the collections of objects.

Its basic principle is Last In First Out (LIFO). This means, the element inserted at very last position, will popped out firstly.

There are basic five applications of Stack, they are:

* Recursion
* Infix to Postfix Conversion
* Infix to Prefix Conversion
* Evaluation of Postfix Expression
* Tower of Hanoi

**Linked List**:

A Linked List is a dynamic Data Structure, where each element (called as Node), is made up of two items, the data and the address (reference or a pointer), which points to next Node.

**Binary Search Tree**:

It is a tree or an Abstract Data Type (ADT), which is a node-based Binary Tree, whose main property is that, the left sub-tree of the node contains the keys lesser than the node’s key while the right sub-tree of the node contains the keys greater than the node’s key.

**CHAPTER: 2**

***SOFTWARE REQUIREMENTS***

***Software Requirements***:

For the coding purpose, I have used an Integrated Development Environment (IDE), named as: “Code::Blocks, version 17.12”.

![C:\Users\Shivani Raichandani\AppData\Local\Packages\Microsoft.Office.Desktop_8wekyb3d8bbwe\AC\INetCache\Content.MSO\F1807221.tmp](data:image/jpeg;base64,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)

It is an IDE, being developed for the WINDOWS and LINUX operating systems, and now also can be used by MAC OS users.

**Features**:

* Compiler: Code::Blocks support multiple compilers, including GCC, MinGW, Digital Mars, Microsoft Visual C++, etc.
* Code Editor: The IDE features “syntax highlighting” and “code folding”. Opened files are organized in tabs. The code editor supports font and font size selection and personalized syntax highlighting colors.
* Debugger: The Code::Blocks debugger has full breakpoint support. It also allows the user to debug their program by having access to the local function symbol and argument display, user-defined watches, call stack, custom memory dump and GNU Debugger interface.
* Project Files and Build System: Code::Blocks uses a custom build system, which stores its information in XML-based project files. It can optionally use external makefiles, which simplifies interfacing with projects using the GNU build system.

**CHAPTER: 3**

***UML DIAGRAM***

***UML Diagram***:

Run: OS

main()

[![http://www.codeblocks.org/images/blank.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAMAAAAoyzS7AAAAB3RJTUUH0wgIDTExMuEz1AAAAAlwSFlzAAALEgAACxIB0t1+/AAAAARnQU1BAACxjwv8YQUAAAADUExURf///6fEG8gAAAABdFJOUwBA5thmAAAACklEQVR42mNgAAAAAgAB5Sfe/AAAAABJRU5ErkJggg==)](http://www.codeblocks.org/)

Class Stack

Class Array

Class Linked List

insertion() push()

deletion() pop()

searching() display()

sorting() size\_of\_stack()

display() infix\_to\_prefix()

infix\_to\_postifix()

eval\_postfix()

Class Queue

enqueue() insertion()

dequeue() deletion()

searching() traversal()

sorting() reverse()

display()

Class Tree

insert()

delete()

display()

search()

max\_element()

The word UML stands for the Unified Modeling Language. It is a standard visual modeling language in the field of Software Engineering. It provides the standard way to visualize the design of the system to be deployed.

The above classes shown diagrammatically, represent the functions which are publicly accessible to the users, just to provide them an interface, so that, they are able to use this program and understand about the Data Structures more precisely and clearly.

***Deployment of the Code***:

The code basically is the representation of above diagram, and thus, whole of it is written using C++ language.

**CHAPTER: 4**

***CODE***

***CODE***:

using namespace std;

#include<bits/stdc++.h>

#include<algorithm>

#include <queue>

#include <stack>

#include <cstring>

#include<cstdlib>

#include<cstdio>

class Arr

{

int \*a,in;

public:

void insert(int n)

{

int x;

if(in==n)

{

cout<<"\nARRAY is FULL";

}

else{

cout<<"\nEnter the element";

cin>>x;

a[in]=x;

in++;

}

}

void del(int n)

{

int x;

cout<<"\nEnter the element";

cin>>x;

for (int i = 0; i < n; ++i)

{

if(a[i]==x)

{

for (int j = i; j < n; ++j)

{

a[j]=a[j+1];

}

in--;

break;

}

}

}

void search(int n)

{

int x;

cout<<"\nEnter the element";

cin>>x;

for (int i = 0; i < n; ++i)

{

if(a[i]==x)

{

cout<<"Position ="<<i;

cout<<"Address ="<<&a[i];

break;

}

}

}

void Sort(int n)

{

cout<<"\n Asscending order : \n";

sort(a,a+in);

for (int i = 0; i < in; ++i)

{

cout<<" "<<a[i];

}

cout<<"\n Decending order : \n";

sort(a,a+in,greater<int>());

for (int i = 0; i < in; ++i)

{

cout<<" "<<a[i];

}

}

void show()

{

int i=0;

while(a[i]!=0)

{

cout<<" "<<a[i];

i++;

}

}

void menu(int n)

{

a=new int [n+1];

in=0;

for (int i = 0; i < n+1; i++)

a[i] =0 ;

int x;

do

{

cout << "\033[1;31m";

cout<<"\t--------------------------------------\033[0m\n";

cout<<"\t\033[1;33m WELCOME TO ARRAY

\033[0m\n";

cout<<"\t\033[1;31m------------------------\033[0m\n\n";

cout << "\033[4;34m";

cout<<"1--insert an element\n";

cout<<"2--delete an element\n";

cout<<"3--search an element\n";

cout<<"4--sorting an element \n";

cout<<"5--Display\n";

cout<<"6--For Back Menu\n";

cout<<"7--Exit\033[0m\n";

cin>>x;

switch(x)

{

case 1:insert(n);cout<<"\nDone...";break;

case 2:del(n);cout<<"\nDone...";break;

case 3:search(n);break;

case 4:Sort(n);break;

case 5:show();break;

case 6:system("cls");return;break;

case 7:exit(0);

default:cout<<"\ninvalid option";

}

cout<<endl;

system("pause");

system("cls");

}while(true);

}

};

class Stqueue

{

stack <int> s,s1;

public:

void menu()

{

int x;

do

{

cout << "\033[1;31m";

cout<<"\t--------------------------------------\033[0m\n";

cout<<"\t\033[1;33m WELCOME TO QUEUE (STACK)

\033[0m\n";

cout<<"\t\033[1;31m------------------------\033[0m\n\n";

cout << "\033[4;34m";

cout<<"1--insert an element\n";

cout<<"2--delete an element\n";

cout<<"3--Display\n";

cout<<"4--Back to menu\n";

cout<<"5--Exit\033[0m\n";

cin>>x;

switch(x)

{

case 1:insert();break;

case 2:s.pop();cout<<"\ndone...";break;

case 3:show();break;

case 4:return;break;

case 5:exit(0);

default:cout<<"\ninvalid option";

}

cout<<endl;

system("pause");

system("cls");

}while(true);

}

void insert()

{

int x;

cout<<"\nEnter the element";

cin>>x;

while(!s.empty())

{

s1.push(s.top());

s.pop();

}

s.push(x);

while(!s1.empty())

{

s.push(s1.top());

s1.pop();

}

}

void show()

{

s1=s;

while(!s1.empty())

{

cout<<" "<<s1.top();

s1.pop();

}

}

};

class Dqueue

{

int \*a,rear,front;

public:

Dqueue(int n)

{

a=new int [n];

rear=front=-1;

}

void menu(int n)

{

int x;

do

{

cout << "\033[1;31m";

cout<<"\t------------------------------------\033[0m\n";

cout<<"\t\033[1;36m Welcome to Doubly Queue

\033[0m\n";

cout<<"\t\033[1;31m----------------------\033[0m\n\n";

cout << "\033[4;34m";

cout<<"1--insert an element in rear\n";

cout<<"2--insert an element in front\n";

cout<<"3--delete an element in front\n";

cout<<"4--delete an element in rear\n";

cout<<"5--search an element\n";

cout<<"6--sorting an element \n";

cout<<"7--Display\n";

cout<<"8--For Back Menu\n";

cout<<"9--Exit\033[0m\n";

cin>>x;

switch(x)

{

case 1:inrear(n);cout<<"\nDone...";break;

case 3:defront();cout<<"\nDone...";break;

case 5:search();break;

case 6:Sort(n);break;

case 7:show();break;

case 8:system("clear");return;break;

case 9:exit(0);

case 2:infront();cout<<"\nDone...";break;

case 4:derear();cout<<"\nDone...";break;

default:cout<<"\ninvalid option";

}

cout<<endl;

system("pause");

system("cls");

}while(true);

}

void inrear(int n)

{

if (rear>n-1)

{

cout<<"\nqueue is FULL";

}

else

{

rear++;

cout<<"\nEnter the element";

cin>>a[rear];

if(front==-1)

front=0;

}

}

void infront()

{

if (front==0)

{

cout<<"\ninsertion cannot done";

}

else

{

front--;

cout<<"\nEnter the element";

cin>>a[front];

}

}

void defront()

{

if (front==-1||front>rear)

{

cout<<"\nQueue is empty";

}

else

{

int x=a[front];

front++;

}

}

void derear()

{

if(rear==-1||front>rear)

{

cout<<"\nQueue is empty";

}

else

{

int x=a[rear];

rear--;

}

}

void search()

{

int x;

cout<<"\nEnter the element";

cin>>x;

for (int i = front; i <=rear; i++)

{

if(a[i]==x)

{

cout<<"\nPosition = "<<i;

break;

}

}

}

void Sort(int n)

{

cout<<"\n Asscending order : \n";

sort(a,a+n);

for (int i = 0; i <=rear; i++)

{

cout<<" "<<a[i];

}

cout<<"\n Decending order : \n";

sort(a,a+n,greater<int>());

for (int i = 0; i <=rear; i++)

{

cout<<" "<<a[i];

}

}

void show()

{

for (int i = front; i <=rear; ++i)

{

cout<<" "<<a[i];

}

}

};

class Squeue

{

int \*a,rear,front;

public:

Squeue(int n)

{

a=new int [n];

rear=front=-1;

}

void menu(int n)

{

int x;

do

{

cout<<"\t\033[1;31m-----------------------\033[0m\n";

cout<<"\t\033[1;92m Welcome to Simple Queue

\033[0m\n";

cout<<"\t\033[1;31m----------------------\033[0m\n\n";

cout<<"\033[1;34m1--insert an element\n";

cout<<"2--delete an element\n";

cout<<"3--search an element\n";

cout<<"4--sorting an element \n";

cout<<"5--Display\n";

cout<<"6--For Back Menu\n";

cout<<"7--Exit\n\033[0m";

cin>>x;

switch(x)

{

case 1:insert(n);cout<<"\nDone...";break;

case 2:del();cout<<"\nDone...";break;

case 3:search();break;

case 4:Sort(n);break;

case 5:show();break;

case 6:system("cls");return;break;

case 7:exit(0);

default:cout<<"\ninvalid option";

}

cout<<endl;

system("pause");

system("cls");

}while(true);

}

void insert(int n)

{

if (rear>n-1)

{

cout<<"\nqueue is FULL";

}

else

{

rear++;

cout<<"\nEnter the element";

cin>>a[rear];

if(front==-1)

front=0;

}

}

void del()

{

if (front==-1||front>rear)

{

cout<<"\nQueue is empty";

}

else

{

int x=a[front];

front++;

}

}

void search()

{

int x;

cout<<"\nEnter the element";

cin>>x;

for (int i = front; i <=rear; i++)

{

if(a[i]==x)

{

cout<<"\nPosition = "<<i;

break;

}

}

}

void Sort(int n)

{

cout<<"\n Asscending order : \n";

sort(a,a+n);

for (int i = 0; i <=rear; i++)

{

cout<<" "<<a[i];

}

cout<<"\n Decending order : \n";

sort(a,a+n,greater<int>());

for (int i = 0; i <=rear; i++)

{

cout<<" "<<a[i];

}

}

void show()

{

for (int i = front; i <=rear; ++i)

{

cout<<" "<<a[i];

}

}

};

class Cqueue

{

int \*a,rear,front;

public:

Cqueue(int n)

{

a=new int [n];

rear=front=-1;

}

void menu(int n)

{

int x;

do

{

cout<<"\t\033[1;31m------------------------\033[0m\n";

cout<<"\t\033[1;94mWelcome to Circular Queue

\033[0m\n";

cout<<"\t\033[1;31m----------------------\033[0m\n\n";

cout<<"\033[1;96m1--insert an element\n";

cout<<"2--delete an element\n";

cout<<"3--search an element\n";

cout<<"4--sorting an element \n";

cout<<"5--Display\n";

cout<<"6--For Back Menu\n";

cout<<"7--Exit\033[0m\n";

cin>>x;

switch(x)

{

case 1:insert(n);cout<<"\nDone...";break;

case 2:del(n);cout<<"\nDone...";break;

case 3:search(n);break;

case 4:Sort(n);break;

case 5:show(n);break;

case 6:system("cls");return;break;

case 7:exit(0);

default:cout<<"\ninvalid option";

}

cout<<endl;

system("pause");

system("cls");

}while(true);

}

void insert(int n)

{

if ((front==0&&rear==n-1)||rear+1==front)

{

cout<<"\nqueue is FULL";

}

else

{

rear++;

rear=rear%n;

cout<<"\nEnter the element";

cin>>a[rear];

if(front==-1)

front=0;

}

}

void del(int n)

{

if (front==-1||front==rear+1)

{

cout<<"\nQueue is empty";

front=rear=-1;

}

else

{

int x=a[front];

front++;

front=front%n;

}

}

void search(int n)

{

int x;

cout<<"\nEnter the element";

cin>>x;

for (int i = front; i<rear; i=(i+1)%n)

{

if(a[i]==x)

{

cout<<"\nPosition = "<<i;

break;

}

}

}

void Sort(int n)

{

cout<<"\n Asscending order : \n";

sort(a,a+n);

for (int i = 0; i <=rear; i++)

{

cout<<" "<<a[i];

}

cout<<"\n Decending order : \n";

sort(a,a+n,greater<int>());

for (int i = 0; i <=rear; i++)

{

cout<<" "<<a[i];

}

}

void show(int n)

{

for (int i = front; i!=rear; i=(i+1)%(n+1))

{

cout<<" "<<a[i];

}

}

};

class Queues

{

public:

void menu(int n)

{

int x;

Squeue sq(n);

Cqueue cq(n);

Dqueue dq(n);

Stqueue stq;

do

{

cout<<"\t\033[1;31m------------------------\033[0m\n";

cout<<"\t\033[1;93m Welcome to Queue

\033[0m\n";

cout<<"\t\033[1;31m----------------------\033[0m\n\n";

cout<<"\033[1;34m1--Simple Queue\n";

cout<<"2--Circular Queue\n";

cout<<"3--Doubly Queue\n";

cout<<"4--Back to menu\n";

cout<<"5--Queue using stack\n";

cout<<"6--Exit\033[0m\n";

cin>>x;

switch(x)

{

case 1:system("cls");sq.menu(n);break;

case 2:system("cls");cq.menu(n);break;

case 3:system("cls");dq.menu(n);break;

case 4:system("cls");return;break;

case 6:exit(0);

case 5:system("cls");stq.menu();break;

default:cout<<"\ninvalid option";

}

system("cls");

}while(true);

}

};

class Intopost

{

public:

void start()

{

string p;

cout<<"\nenter the inflix expression ";

cin>>p;

convert(p);

}

void convert(string p)

{

stack <char> s;

s.push('(');

string pos;

for (int i = 0; i < p.size(); ++i)

{

if ((p[i]>='a'&&p[i]<='z')||(p[i]>='A'&&p[i]<='Z'))

{

pos+=p[i];

}

else

if(p[i]=='^'||p[i]=='\*'||p[i]=='/'||p[i]=='+'||p[i]=='-')

{

while(s.top()!='('&&imp(p[i])<=imp(s.top()))

{

char c=s.top();

s.pop();

pos=pos+c;

}

s.push(p[i]);

}

if(p[i]=='(')

s.push(p[i]);

if (p[i]==')')

{

while(s.top()!='(')

{

char c=s.top();

s.pop();

pos+=c;

}

if (s.top()=='(')

s.pop();

}

}

while(s.top()!='(')

{

char c=s.top();

s.pop();

pos=pos+c;

}

cout<<"postflix = "<<pos;

}

char imp(char x)

{

if(x=='^')

return (3);

else if (x=='\*'||x=='/')

return (2);

else if(x=='+'||x=='-')

return 1;

else

return 0;

}

};

class Stevl

{

stack <int> s;

public:

void start()

{

char p[20];

cout<<"\nenter the postflix expression ";

cin>>p;

for(int i=0;i<strlen(p);i++)

{

if(p[i]>='0'&&p[i]<'9')

s.push(p[i]-'0');

else

cal(p[i]);

}

}

void cal(char x)

{

int i,j;

i=s.top();

s.pop();

j=s.top();

switch(x)

{

case '^':s.top()=pow(j,i);break;

case '+':s.top()=j+i;break;

case '\*':s.top()=j\*i;break;

case '/':s.top()=j/i;break;

case '-':s.top()=j-i;break;

default :cout<<"\nno operator is found ";

}

}

void show()

{

cout<<"Answer = "<<s.top();

}

};

class Qstack

{

queue <int> q,q1;

public:

void menu()

{

int x;

do

{

cout<<"\t\033[1;31m-----------------------\033[0m\n";

cout<<"\t\033[1;91m Welcome to Stack(Queue)

\033[0m\n";

cout<<"\t\033[1;31m----------------------\033[0m\n\n";

cout<<"\033[1;34m1--insert an element\n";

cout<<"2--delete an element\n";

cout<<"3--Display\n";

cout<<"4--Back to menu\n";

cout<<"5--Exit\033[0m\n";

cin>>x;

switch(x)

{

case 1:insert();cout<<"\ndone...";break;

case 2:q.pop();cout<<"\ndone...";break;

case 3:show();break;

case 4:system("cls");return;break;

case 5:exit(0);

default:cout<<"\ninvalid option\n";

}

cout<<endl;

system("pause");

system("cls");

}while(true);

}

void insert()

{

int a;

cout<<"\nEnter the element";

cin>>a;

q1.push(a);

while(!q.empty())

{

q1.push(q.front());

q.pop();

}

queue <int> q3=q;

q=q1;

q1=q3;

}

void show()

{

q1=q;

while(!q1.empty())

{

cout<<" "<<q1.front();

q1.pop();

}

}

};

class Intopre

{

stack <char> s;

public:

void start()

{

string p;

cout<<"\nenter the inflix expression ";

cin>>p;

reverse(p.begin(),p.end());

for (int i = 0; i < p.size(); ++i)

{

if(p[i]=='(')

{

p[i]=')';

i++;

}

else

if(p[i]==')')

{

p[i]='(';

i++;

}

}

convertpre(p);

}

void convertpre(string p)

{

s.push('(');

string pre;

for (int i = 0; i <p.size(); ++i)

{

if ((p[i]>='a'&&p[i]<='z')||(p[i]>='A'&&p[i]<='Z'))

{

pre+=p[i];

}

if(p[i]=='^'||p[i]=='\*'||p[i]=='/'||p[i]=='+'||p[i]=='-')

{

while(s.top()!='('&& imp(p[i])<=imp(s.top()))

{

char c=s.top();

s.pop();

pre+=c;

}

s.push(p[i]);

}

if(p[i]=='(')

s.push(p[i]);

if (p[i]==')')

{

while(s.top()!='(')

{

char c=s.top();

s.pop();

pre+=c;

}

if (s.top()=='(')

s.pop();

}

}

while(s.top()!='(')

{

char c=s.top();

s.pop();

pre+=c;

}

reverse(pre.begin(),pre.end());

cout<<"preflix = "<<pre;

}

char imp(char x)

{

if(x=='^')

return (3);

else if (x=='\*'||x=='/')

return (2);

else if(x=='+'||x=='-')

return 1;

else

return 0;

}

};

class Stack

{

stack <int> s;

public:

void menu()

{

int x;

Qstack qs;

Stevl st;

Intopost pos;

Intopre pre;

do

{

cout<<"\t\033[1;31m------------------------\033[0m\n";

cout<<"\t\033[1;35mWelcome to Stack \033[0m\n";

cout<<"\t\033[1;31m----------------------\033[0m\n\n";

cout<<"\033[1;34m1--insert an element\n";

cout<<"2--delete an element\n";

cout<<"3--Display\n";

cout<<"4--Size of Stack\n";

cout<<"5--Stack using Queue \n";

cout<<"6--infix to postfix\n";

cout<<"7--infix to prefix\n";

cout<<"8--Evaluation of postfix\n";

cout<<"9--Back to menu\n";

cout<<"10--Exit\033[0m\n";

cin>>x;

switch(x)

{

case 1:insert();cout<<"\ndone...";break;

case 2:s.pop();cout<<"\ndone...";break;

case 3:show();break;

case 9:return;break;

case 10:exit(0);

case 4:cout<<"\nSize = "<<s.size();break;

case 5:system("cls");qs.menu();break;

case 6:pos.start();break;

case 7:pre.start();break;

case 8:st.start();st.show();break;

default:cout<<"\ninvalid option";

}

cout<<endl;

system("pause");

system("cls");

}while(true);

}

void insert()

{

int a;

cout<<"\nEnter the element";

cin>>a;

s.push(a);

}

void show()

{

stack <int> s1=s;

while(!s1.empty())

{

cout<<" "<<s1.top();

s1.pop();

}

}

};

struct node

{

int data;

struct node \*next;

};

struct link

{

int data;

struct link \*com,\*pre;

};

class Dlinked

{

link \*start,\*back;

public :

Dlinked()

{

back=start=NULL;

}

void inend(int x)

{

struct link \*d=new struct link;

d->data=x;

d->pre=NULL;

if(start==NULL)

{

cout<<"\nlinklist was empty ";

start=d;

back=d;

cout<<"\nlinklist was created ";

}

else

{

back->com=d;

d->com=NULL;

d->pre=back;

back=d;

}

}

void show()

{

cout<<"\t\*\*\*\*\*Linked list \*\*\*\*\*\n";

struct link \*reuse;

reuse=start;

do

{

cout<<reuse->data<<endl;

reuse=reuse->com;

} while(reuse!=NULL);

}

void infront(int x)

{

struct link \*d=new struct link;

d->data=x;

d->com=NULL;

if(start==NULL)

{

cout<<"\nlinklist was empty ";

start=d;

back=d;

cout<<"\nlinklist was created ";

}

else

{

d->com=start;

start->pre=d;

d->pre=NULL;

start=d;

}

}

void inpos(int x,int pos)

{

struct link \*d=new struct link;

struct link \*reuse,\*reuse1;

int i=1;

d->data=x;

reuse=start;

while(reuse->com!=NULL&&i<pos)

{

i++;

reuse1=reuse;

reuse=reuse->com;

}

reuse1->com=d;

d->pre=reuse1;

d->com=reuse;

reuse->pre=d;

}

void deend()

{

struct link \*reuse,\*reuse1;

reuse=start;

do

{

reuse1=reuse;

reuse=reuse->com;

}while(reuse->com!=NULL);

reuse1->com=NULL;

back=reuse1;

delete reuse;

}

void defront()

{

struct link \*reuse;

reuse=start;

start=start->com;

start->pre=NULL;

delete reuse;

}

void depos(int pos)

{

struct link \*reuse,\*reuse1;

int i=1;

reuse=start;

while(reuse->com!=NULL&&i<pos)

{

i++;

reuse1=reuse;

reuse=reuse->com;

}

reuse1->com=reuse->com;

reuse1=reuse->com;

reuse1->pre=reuse->pre;

delete reuse;

}

void search(int x)

{

struct link \*reuse,\*reuse1;

reuse=start;

int pos=0;

while(reuse->com!=NULL)

{

pos++;

if(reuse->data==x)

{

cout<<"\nPosition = "<<pos;

cout<<"\nAddress = "<<reuse;

break;

}

reuse1=reuse;

reuse=reuse->com;

}

if(reuse->data!=x)

cout<<"\nNot found ";

}

void tran()

{

struct link \*reuse,\*reuse1;

reuse=start;

do

{

reuse1=reuse;

reuse=reuse->com;

}while(reuse->com!=NULL);

cout<<"\ntranverse : \n Last = "<<reuse<<"\n 2nd last = "<<reuse1;

}

void rev()

{

struct link \*reuse;

reuse=back;

cout<<"\t\*\*\*\*\*Linked list \*\*\*\*\*\n";

while(reuse!=NULL)

{

cout<<reuse->data<<endl;

reuse=reuse->pre;

}

}

void menu()

{

int x,a,pos;

do

{

cout<<"\t\033[1;31m----------------------\033[0m\n";

cout<<"\t\033[1;92mWelcome to Doubly Linked

Lists \033[0m\n";

cout<<"\t\033[1;31m---------------------\033[0m\n\n";

cout<<"\033[1;34m1--insert at end \n";

cout<<"2--insert at front \n";

cout<<"3--insert at position \n";

cout<<"4--delete at end \n";

cout<<"5--delete at front \n";

cout<<"6--delete at position \n";

cout<<"7--Search the element \n";

cout<<"8--tranverse \n";

cout<<"9--Reverse Display \n";

cout<<"10--Display \n";

cout<<"11--Exit\n";

cout<<"12--Back to menu\033[0m\n";

cin>>a;

switch(a)

{

case 1:

cout<<"enter the data :";

cin>>x;

inend(x);break;

case 2:

cout<<"enter the data :";

cin>>x;

infront(x);break;

case 3:

cout<<"enter the data :";

cin>>x;

cout<<"\nenter the position :";

cin>>pos;

inpos(x,pos);break;

case 4:

deend();break;

case 5:

defront();break;

case 6:

cout<<"\nenter the position :";

cin>>pos;

depos(pos);break;

case 7:

cout<<"enter the element u want to search :";

cin>>x;

search(x);break;

case 8:

tran();break;

case 9:

rev();break;

case 10:

show();break;

case 11:exit(0);

case 12:system("cls");return;

default:cout<<"\n\tinvalid option";

}

cout<<endl;

system("pause");

system("cls");

}while(true);

}

};

class Cdlinked

{

link \*start,\*back;

public :

Cdlinked()

{

back=start=NULL;

}

void inend(int x)

{

struct link \*d=new struct link;

d->data=x;

d->pre=NULL;

if(start==NULL)

{

cout<<"\nlinklist was empty ";

start=d;

back=d;

cout<<"\nlinklist was created ";

}

else

{

back->com=d;

d->com=start;

d->pre=back;

back=d;

start->pre=back;

}

}

void show()

{

cout<<"\t\*\*\*\*\*Linked list \*\*\*\*\*\n";

struct link \*reuse;

reuse=start;

while(reuse->com!=start)

{

cout<<reuse->data<<endl;

reuse=reuse->com;

}

cout<<reuse->data<<endl;

}

void infront(int x)

{

struct link \*d=new struct link;

d->data=x;

d->com=NULL;

if(start==NULL)

{

cout<<"\nlinklist was empty ";

start=d;

back=d;

cout<<"\nlinklist was created ";

}

else

{

d->com=start;

start->pre=d;

d->pre=back;

start=d;

}

}

void inpos(int x,int pos)

{

struct link \*d=new struct link;

struct link \*reuse,\*reuse1;

int i=1;

d->data=x;

reuse=start;

while(reuse->com!=start&&i<pos)

{

i++;

reuse1=reuse;

reuse=reuse->com;

}

reuse1->com=d;

d->pre=reuse1;

d->com=reuse;

reuse->pre=d;

}

void deend()

{

struct link \*reuse,\*reuse1;

reuse=start;

do

{

reuse1=reuse;

reuse=reuse->com;

}while(reuse->com!=start);

reuse1->com=start;

back=reuse1;

start->pre=back;

delete reuse;

}

void defront()

{

struct link \*reuse;

reuse=start;

start=start->com;

start->pre=back;

delete reuse;

}

void depos(int pos)

{

struct link \*reuse,\*reuse1;

int i=1;

reuse=start;

while(reuse->com!=start&&i<pos)

{

i++;

reuse1=reuse;

reuse=reuse->com;

}

reuse1->com=reuse->com;

reuse1=reuse->com;

reuse1->pre=reuse->pre;

delete reuse;

}

void search(int x)

{

struct link \*reuse,\*reuse1;

reuse=start;

int pos=0;

while(reuse->com!=start)

{

pos++;

if(reuse->data==x)

{

cout<<"\nPosition = "<<pos;

cout<<"\nAddress = "<<reuse;

break;

}

reuse1=reuse;

reuse=reuse->com;

}

if (back->data==x)

{

cout<<"\nPosition = "<<pos;

cout<<"\nAddress = "<<reuse;

}

if(reuse->data!=x)

cout<<" \nelement not found\n";

}

void menu()

{

int x,a,pos;

do

{

cout<<"\t\033[1;31m-----------------------\033[0m\n";

cout<<"\t\033[1;92m Welcome to Circular Doubly

Linked Lists \033[0m\n";

cout<<"\t\033[1;31m---------------------\033[0m\n\n";

cout<<"\033[1;34m1--insert at end \n";

cout<<"2--insert at front \n";

cout<<"3--insert at position \n";

cout<<"4--delete at end \n";

cout<<"5--delete at front \n";

cout<<"6--delete at position \n";

cout<<"7--Search the element \n";

cout<<"8--Display \n";

cout<<"9--Exit\n";

cout<<"10--Back to menu\033[0m\n";

cin>>a;

switch(a)

{

case 1:

cout<<"enter the data :";

cin>>x;

inend(x);break;

case 2:

cout<<"enter the data :";

cin>>x;

infront(x);break;

case 3:

cout<<"enter the data :";

cin>>x;

cout<<"\nenter the position :";

cin>>pos;

inpos(x,pos);break;

case 4:

deend();break;

case 5:

defront();break;

case 6:

cout<<"\nenter the position :";

cin>>pos;

depos(pos);break;

case 7:

cout<<"enter the element u want to search :";

cin>>x;

search(x);break;

case 8:

show();break;

case 9:exit(0);

case 10:system("cls");return;

default:cout<<"\n\tinvalid option";

}

cout<<endl;

system("pause");

system("cls");

}while(true);

}

};

class Clinked

{

node \*head,\*tail;

public :

Clinked()

{

tail=head=NULL;

}

void inend(int x)

{

struct node \*p=new struct node;

p->data=x;

p->next=NULL;

if(head==NULL)

{

cout<<"\nlinklist was empty ";

head=p;

tail=p;

cout<<"\nlinklist was created ";

}

else

{

tail->next=p;

p->next=head;

tail=p;

}

}

void show()

{

cout<<"\t\*\*\*\*\*Linked list \*\*\*\*\*\n";

struct node \*tem;

tem=head;

do

{

cout<<tem->data<<endl;

tem=tem->next;

} while(tem->next!=head);

cout<<tem->data<<endl;

}

void infront(int x)

{

struct node \*p=new struct node;

p->data=x;

p->next=NULL;

if(head==NULL)

{

cout<<"\nlinklist was empty ";

head=p;

tail=p;

cout<<"\nlinklist was created ";

}

else{

p->next=head;

tail->next=p;

head=p;

}}

void inpos(int x,int pos)

{

struct node \*p=new struct node;

struct node \*tem,\*tem1;

int i=1;

p->data=x;

tem=head;

do

{

i++;

tem1=tem;

tem=tem->next;

} while(tem1->next!=head&&i<pos);

tem1->next=p;

p->next=tem;

}

void deend()

{

struct node \*tem,\*tem1;

tem=head;

do

{

tem1=tem;

tem=tem->next;

}while(tem->next!=head);

tem1->next=head;

tail=tem1;

delete tem;

}

void defront()

{

struct node \*tem;

tem=head;

head=head->next;

tail->next=head;

delete tem;

}

void depos(int pos)

{

struct node \*tem,\*tem1;

int i=1;

tem=head;

do

{

i++;

tem1=tem;

tem=tem->next;

}while(tem->next!=head);

tem1->next=tem->next;

delete tem;

}

void search(int x)

{

struct node \*tem,\*tem1;

tem=head;

int pos=0;

do

{

pos++;

if(tem->data==x)

{

cout<<"\nPosition = "<<pos;

cout<<"\nAddress = "<<tem;

break;

}

tem1=tem;

tem=tem->next;

}while(tem1->next!=head);

if(tem->data!=x)

cout<<"\nNot found ";

}

void tran()

{

struct node \*tem,\*tem1;

tem=head;

do

{

tem1=tem;

tem=tem->next;

}while(tem1->next!=head);

cout<<"\ntranverse : \n Last = "<<tem<<"\n 2nd last = "<<tem1;

}

void menu()

{

int x,a,pos;

do

{

cout<<"\t\033[1;31m-----------------\033[0m\n";

cout<<"\t\033[1;92m Welcome to Circular Linked

Lists \033[0m\n";

cout<<"\t\033[1;31m-------------------\033[0m\n\n";

cout<<"\033[1;34m1--insert at end \n";

cout<<"2--insert at front \n";

cout<<"3--insert at position \n";

cout<<"4--delete at end \n";

cout<<"5--delete at front \n";

cout<<"6--delete at position \n";

cout<<"7--Search the element \n";

cout<<"8--traverse \n";

cout<<"9--Display \n";

cout<<"10--Exit\n";

cout<<"11--Back to menu\033[0m\n";

cin>>a;

switch(a)

{

case 1:

cout<<"enter the data :";

cin>>x;

inend(x);break;

case 2:

cout<<"enter the data :";

cin>>x;

infront(x);break;

case 3:

cout<<"enter the data :";

cin>>x;

cout<<"\nenter the position :";

cin>>pos;

inpos(x,pos);break;

case 4:

deend();break;

case 5:

defront();break;

case 6:

cout<<"\nenter the position :";

cin>>pos;

depos(pos);break;

case 7:

cout<<"enter the element u want to search :";

cin>>x;

search(x);break;

case 8:

tran();break;

case 9:

show();break;

case 10:

exit(0);

case 11:system("cls");return;break;

default:cout<<"\n\tinvalid option";

}

cout<<endl;

system("pause");

system("cls");

}while(true);

}

};

class Slinked

{

node \*head,\*tail;

public :

Slinked()

{

tail=head=NULL;

}

void inend(int x)

{

struct node \*p=new struct node;

p->data=x;

p->next=NULL;

if(head==NULL)

{

cout<<"\nLinked list does not exist.";

head=p;

tail=p;

cout<<"\nLinked list is Created!!";

}

else

{

tail->next=p;

tail=p;

tail->next=head;

}

}

void show()

{

cout<<"\t\*\*\*\*\*Linked list \*\*\*\*\*\n";

struct node \*tem;

tem=head;

while(tem!=NULL)

{

cout<<tem->data<<endl;

tem=tem->next;

}

}

void infront(int x)

{

struct node \*p=new struct node;

p->data=x;

if(head==NULL)

{

cout<<"\nLinked list is empty... Try again... ";

head=p;

tail=p;

cout<<"\nLinked list Created!! ";

}

else

{

p->next=head;

head=p;

tail->next=head;

}

}

void inpos(int x,int pos)

{

struct node \*p=new struct node;

struct node \*tem,\*tem1;

int i=1;

p->data=x;

tem=head;

while(tem!=NULL&&i<pos)

{

i++;

tem1=tem;

tem=tem->next;

}

tem1->next=p;

p->next=tem;

}

void deend()

{

struct node \*tem,\*tem1;

tem=head;

while(tem->next!=NULL)

{

tem1=tem;

tem=tem->next;

}

tail=tem1;

tail->next=head;

delete tem;

}

void defront()

{

struct node \*tem;

tem=head;

head=head->next;

tail->next=head;

delete tem;

}

void depos(int pos)

{

struct node \*tem,\*tem1;

int i=1;

tem=head;

while(tem!=NULL&&i<pos)

{

i++;

tem1=tem;

tem=tem->next;

}

tem1->next=tem->next;

delete tem;

}

void search(int x)

{

struct node \*tem;

tem=head;

int pos=0;

while(tem!=NULL)

{

pos++;

if(tem->data==x)

{

cout<<"\nPosition = "<<pos;

cout<<"\nAddress = "<<tem;

break;

}

tem=tem->next;

}

if(tem->data!=x)

cout<<"\nNot found ";

}

void tran()

{

struct node \*tem,\*tem1;

tem=head;

while(tem->next!=NULL)

{

tem1=tem;

tem=tem->next;

}

cout<<"\ntranverse : \n Last = "<<tem<<"\n 2nd last = "<<tem1;

}

void rev()

{ cout<<"\t\*\*\*\*\*Linked list \*\*\*\*\*\n";

reverse(head);}

void reverse(node \*tem)

{

if(tem->next!=head)

reverse(tem->next);

cout<<tem->data<<endl;

}

void menu()

{

int x,a,pos;

do

{

cout<<"\t\033[1;31m-------------------\033[0m\n";

cout<<"\t\033[1;92m Welcome to Simple Linked

Lists \033[0m\n";

cout<<"\t\033[1;31m-------------------\033[0m\n\n";

cout<<"\033[1;34m1--insert at end \n";

cout<<"2--insert at front \n";

cout<<"3--insert at position \n";

cout<<"4--delete at end \n";

cout<<"5--delete at front \n";

cout<<"6--delete at position \n";

cout<<"7--Search the element \n";

cout<<"8--Traverse the Linked List \n";

cout<<"9--Reverse Display \n";

cout<<"10--Display \n";

cout<<"11--Back to menu\n";

cout<<"12--Exit\033[0m\n";

cin>>a;

switch(a)

{

case 1:

cout<<"Enter the data :";

cin>>x;

inend(x);break;

case 2:

cout<<"Enter the data :";

cin>>x;

infront(x);break;

case 3:

cout<<"Enter the data :";

cin>>x;

cout<<"\nEnter the position :";

cin>>pos;

inpos(x,pos);break;

case 4:

deend();break;

case 5:

defront();break;

case 6:

cout<<"\nEnter the position :";

cin>>pos;

depos(pos);break;

case 7:

cout<<"Enter the element to search :";

cin>>x;

search(x);break;

case 8:

tran();break;

case 9:

rev();break;

case 10:

show();break;

case 11:system("cls");return;break;

case 12:exit(0);

default:cout<<"\n\tInvalid option";

}

cout<<endl;

system("pause");

system("cls");

}while(true);

}

};

class Linked

{

public:

void menu()

{

int x;

Slinked sl;

Clinked cl;

Dlinked dl;

Cdlinked cdl;

do

{

cout<<"\t\033[1;31m----------------------------\033[0m\n";

cout<<"\t\033[1;92m Welcome to Linked Lists

\033[0m\n";

cout<<"\t\033[1;31m---------------------------\033[0m\n\n";

cout<<"\033[1;34m1--Simple LinkedLists\n";

cout<<"2--Circular LinkedLists\n";

cout<<"3--Doubly LinkedLists\n";

cout<<"4--Circular Doubly LinkedLists\n";

cout<<"5--Back to menu\n";

cout<<"6--Exit\033[0m\n";

cin>>x;

switch(x)

{

case 1:system("cls");sl.menu();break;

case 2:system("cls");cl.menu();break;

case 3:system("cls");dl.menu();break;

case 4:system("cls");cdl.menu();break;

case 5:system("cls");return ;

case 6:exit(0);

default:cout<<"\ninvalid option";

}

system("cls");

}while(true);

}

};

struct node1

{

int data;

struct node1 \*left,\*right;

};

class tree

{

node1 \*root;

public:

tree()

{

root=NULL;

}

void create()

{

struct node1 \*p= new struct node1;

int x;

cout<<"\nenter data";

cin>>x;

p->data=x;

p->left=p->right=NULL;

if (root==NULL)

{

root=p;

}

else

insert(root,p);

}

void insert(struct node1 \*root,struct node1 \*p)

{

if(root->data>p->data)

{

if(root->left!=NULL)

insert(root->left,p);

else

root->left=p;

}

if(root->data<p->data)

{

if(root->right!=NULL)

insert(root->right,p);

else

root->right=p;

}

}

void search(struct node1 \*tem,int x)

{

static int i=0;

if(tem->data>=x)

{

i++;

if(tem->data!=x)

search(tem->left,x);

else

{

cout<<"\naddress = "<<tem;

cout<<"\nPosition = "<<i;

i=0;

}

}

if(tem->data<x)

{

i++;

if(tem->data!=x)

search(tem->right,x);

}

}

struct node1 \*del(struct node1 \*tem,int x)

{

if(tem->data>x)

tem->left=del(tem->left,x);

else

if(tem->data<x)

tem->right=del(tem->right,x);

else

{

if(tem->left==NULL&&tem->right==NULL)

{

delete tem;

tem=NULL;

return tem;

}

else

if(tem->left==NULL)

{

struct node1 \*tem1=tem;

tem1=tem->right;

tem=NULL;

delete tem;

return tem1;

}

else

if (tem->right==NULL)

{

struct node1 \*tem1=tem;

tem1=tem->left;

tem=NULL;

delete tem;

return tem1;

}

else

{

struct node1 \*tem1;

tem1=lmost(tem->right);

tem->data=tem1->data;

tem->right=del(tem->right,tem1->data);

}

}

return tem;

}

struct node1 \*lmost(struct node1 \*tem)

{

while(tem->left!=NULL)

{

tem=tem->left;

}

return tem;

}

void show(int x)

{

switch(x)

{

case 1:inorder(root);break;

case 2:preorder(root);break;

case 3:postorder(root);break;

}

}

void inorder(struct node1 \*tem)

{

if(tem!=NULL)

{

inorder(tem->left);

cout<<tem->data<<" ";

inorder(tem->right);

}

}

void preorder(struct node1 \*tem)

{

if(tem!=NULL)

{

cout<<tem->data<<" ";

inorder(tem->left);

inorder(tem->right);

}

}

void postorder(struct node1 \*tem)

{

if(tem!=NULL)

{

inorder(tem->left);

inorder(tem->right);

cout<<tem->data<<" ";

}

}

void max(struct node1 \*tem)

{

while(tem->right!=NULL)

{

tem=tem->right;

}

cout<<"\n max = "<<tem->data;

}

void menu()

{

int a,x;

do

{

cout<<"\t\033[1;31m---------------------------------\033[0m\n";

cout<<"\t\033[1;92m Welcome to Binary Search Tree

\033[0m\n";

cout<<"\t\033[1;31m---------------------------------\033[0m\n\n";

cout<<"\n\033[1;34m1--insert\n";

cout<<"2--display\n";

cout<<"3-search \n";

cout<<"4--delete\n";

cout<<"5--Max element\n";

cout<<"6--Back to menu\n";

cout<<"7--exit\033[0m\n";

cin>>a;

switch(a)

{

case 1:create();break;

case 2:

cout<<"1--inorder\n";

cout<<"2--preorder\n";

cout<<"3--postorder\n";

cin>>x;

show(x);break;

case 3: cout<<"\nenter the value = ";

cin>>x;

search(root,x);break;

case 4:

cout<<"\nenter the value = ";

cin>>x;

del(root,x);break;

case 5:max(root);break;

case 6:system("cls");return;break;

case 7:exit(0);

default:cout<<"\n\tinvalid option";

}

cout<<endl;

system("pause");

system("cls");

}while(true);

}

};

int main()

{

int x,n;

Stack s;

Queues q;

Linked l;

tree t;

Arr a;

do

{

cout<<"\t-------------------------------------------------------\n";

cout<<"\t WELCOME TO DATA STRUCTURE \n";

cout<<"\t---------------------------------------------------\n\n";

cout<<"\t1--Array\n";

cout<<"\t2--Queue\n";

cout<<"\t3--Stack\n";

cout<<"\t4--LinkedLists\n";

cout<<"\t5--Tree\n";

cout<<"\t6--Exit\n";

cin>>x;

switch(x)

{

case 1: cout<<"\nPlease Enter the size of ARRAY : ";

cin>>n;

system("cls");

a.menu(n);break;

case 2:

cout<<"\nPlease Enter the size of Queue : ";

cin>>n;

system("cls");

q.menu(n);break;

case 3:system("cls");s.menu();break;

case 4:system("cls");l.menu();break;

case 5:system("cls");t.menu();break;

case 6:exit(0);

default :cout<<"\n invalid option\n";

}

}while(true);

}
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